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Although frequently viewed as bureaucratic and inefficient, some software engineering processes, in particular unit testing, may prove to be not only useful but indispensable for small projects. Software-related small businesses or “startups” often do not know which software engineering processes and tools are most effective or even those that are absolutely required. In addition, they usually have significant time constraints and limited resources. As a result, it is very common for startup businesses to overlook and omit the use of many vital processes and/or tools, without realizing that such omissions could negatively impact their project, financially, at present and many years into the future.

This thesis surveys and evaluates relevant business processes for software engineering in small enterprises including requirements engineering, infrastructure selection, and testing alternatives. Consequently, this work provides important decision support guidelines when selecting software processes that will ultimately result in robust, reliable, scalable, and maintainable software. This thesis is the first step towards developing repeatable techniques for selecting an appropriate set of processes and tools to be used for new, small-scale software projects. Within this work is a focused experiment that demonstrates how to effectively leverage unit testing techniques for small projects. The results of this model are evaluated within a software development experiment where an
existing software product (that did not initially consider formal software engineering techniques) is redeveloped to incorporate unit testing paradigms. The outcomes of this experiment include the evaluation and comparison of software quality and an assessment of level of effort to produce the existing product as it relates to the unit testing-enhanced product.

From the experimentation it was found that even though the unit tested code has approximately twice the code lines as the version without unit testing, the total time to develop the unit tested version was only 33% greater than the untested version. In addition, the qualitative analysis showed that the tested version was superior in terms of reliability, maintainability, and scalability.
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Chapter 1
Introduction

Although contemporary business owners sometimes suggest that formal engineering processes can be an inefficient practice, software engineering processes, in particular Unit Testing, continue to be both useful and indispensable for small projects. Many software-related startup businesses are not aware of which software engineering processes and tools are really needed and why they are important. Small businesses tend to have limited time and resources and, as such, it is very common that these organizations overlook and omit the use of many vital processes and/or tools. These omissions could prove fatal, or at a minimum very costly, to the underlying projects.

The intention of this thesis is to demonstrate the need and advantages of a set of software engineering-related processes, particularly in small businesses. This work provides guidance to small companies on how to apply the most relevant best practices of software engineering in a way that is cost effective, while reducing delays to their projects. The ultimate result is robust, reliable, scalable, and maintainable software. To achieve this goal, this work will be divided in two parts. In Chapters 1 through 5, the thesis will introduce several software engineering processes core to software lifecycles, but sometimes neglected by entrepreneurs. This section of the work will be based on studying the criteria established by others for selecting software engineering processes and tools. Each of the Chapters 1 through 5 will briefly present the process required based on what it consists of and recommendations with respect to how to implement.
The second part of this work, Chapter 6, described two software development experiments and corresponding results. Both experiments describe the benefits and level of effort involved in developing software that contains Unit Testing. The objective of the experiments is to empirically evaluate the effectiveness of Unit Testing for small projects and the effort involved in introducing tests to existing software.

The first experiment incorporates unit testing into an existing Web application, called Find-it, which was initially developed without the use of testing. In this experiment, Find-it gets updated to incorporate unit testing without performing major refactoring to the existing code. This experimentation is conducted to evaluate the level of effort for introducing unit testing in similar applications and the corresponding benefits.

In the second experiment, the Find-it application is re-implemented altogether. Since Find-it was developed in a controlled environment where the thesis’s author was one of the main developers, detail information is available on how it was developed and the effort that it took. Therefore, by re-implementing the application, also in a controlled environment, it is possible to perform a comparison between both of the preliminary software and resulting outcome.
Chapter 2
Requirements Engineering

Having a well-defined set of requirements, the Software Requirement Specification (SRS), is a critical software engineering element within an engineering project. Nothing can be more threatening for a software project than having ineffective requirements. Improper requirements are a major cause of unscheduled changes that will normally result in cost overruns and/or project overdue.

According to the study in [1], 80% of the deficiencies in delivered software may be attributed to problems in requirements engineering. Poor requirements can cause what Gilb et al. called “The evil circle principle”, that is described as follows [2]:

- If requirements are unclear, incomplete or wrong, then the architecture will be equally wrong.
- If the architecture is wrong, then our cost estimates will be wrong.
- If the cost estimates are wrong, then people will know we are badly managed.
- If the high-level requirements and architecture are wrong, then the detailed design of them will be equally wrong.
- If the detailed designs are wrong, then the implementation will be wrong.
- So we end up re-doing the entire project as badly as the last time, because somebody will cover up the initial failure, and we will presume that the methods we used initially were satisfactory.

Gathering, analyzing, and modeling requirements are not easy tasks, but they need to be done effectively while limiting irrelevant information. In fact, irrelevant information can have an adverse effect on a project [3]. For example, including unreasonable expectations from the stakeholders regarding the required time to develop it could influence the time estimation into set unrealistic deadlines which could later affect morale. A good SRS is nothing more than a comprehensive description of what the
stakeholders anticipate that the end product should be. Mostly, requirements are written in plain natural language like English, and with some graphic representations of user and other system interfaces, and a few other illustrations and diagrams. Of course, for it to be comprehensive it should describe in detail the desired functionality, performance and design constraints, and the external interfaces [4].

According to the IEEE guideline 830 [5], a good SRS should be:

a) Correct;

b) Unambiguous;

c) Complete;

d) Consistent;

e) Ranked for importance and/or stability;

f) Verifiable;

g) Modifiable;

h) Traceable.

Since the quality and completeness of the SRS can have a significant impact in the success of the any software project, it is imperative to give the proper time and resources to the SRS elaboration. The basic steps [2], [5]–[10] are as follows.

1. Elicitation

This is a phase of the process where information is gathered from stakeholders and users regarding every aspect of what the software is desired to be, and should include the following.

a. High level requirements (Vision & scope). This will form the basis for the introduction and overall description sections of the SRS.
i. Opportunity/needs - Why this software is needed.

ii. Justification - What benefits the new software will bring to the stakeholders.

iii. Scope - What the software will do and what won’t do.

iv. Major constraints - Thing to which the development is to be bounded.

v. Major functionality - Description of all the functions that the system will perform.

vi. Success factor - Definition of what would be considered a successful project.

vii. User characteristics - Background information of the intended users.

b. Low level requirements (can be done by interviews, Observation of people working, Discussion summaries or questionnaires). The low level requirements should address most of the following areas.

i. Individual functionality. Use Cases - Detailed description of each functionality.

This is usually done in a tabular form using plain natural language. Of all the parts of an SRS, the use cases description, or an equivalent detailed description of the functionality, is the most important part of the document. It is imperative to anyone not to start a project, without having a well-defined use case description. The following is an example of a simple but effective way to describe a use case.
<table>
<thead>
<tr>
<th>Name:</th>
<th>Log In to account.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Code:</td>
<td>FR LogAcc.</td>
</tr>
<tr>
<td>Actor(s):</td>
<td>Any active user.</td>
</tr>
<tr>
<td>Precondition:</td>
<td>The user has arrived to the login page.</td>
</tr>
<tr>
<td>Trigger:</td>
<td>The user enters a user and password in the proper fields and submits it.</td>
</tr>
<tr>
<td>Basic Path:</td>
<td>The user can enter a user and password to login to his account and submits the information.</td>
</tr>
<tr>
<td>Alternative Path:</td>
<td>After submitting username and password, the user is not authenticated and is redirected to the login page which now shows that access was denied and gives an option to try again.</td>
</tr>
<tr>
<td>Exception paths:</td>
<td>The system fails to connect to the database, in which case the user is informed of the problem and is invited to try again at a later time.</td>
</tr>
<tr>
<td>Other:</td>
<td>One username can be associated with different accounts, but the combined username and password defines the account to which the user is login in. Therefore every user and password combination must be unique.</td>
</tr>
</tbody>
</table>

Figure 2.1: Sample use case

ii. Use Case Diagrams - The functionality description can be complemented with one or more Use Case Diagrams.

iii. Business flow - This is a description of how the users perform the desired functionality.
iv. Data, format, and information needs. - A description of how the system receives its (input) and how the output will be formatted.

v. User interfaces - Description and or graphical representation of the user interfaces.

vi. Interfaces with other systems - If the system is to interact with other systems, the interfaces for such an interaction need to be described.

vii. Other constraints - performance, reliability and security.

2. Analysis

Once all the requirements are gathered, the data may be disorganized and requires analysis to categorize and prioritize it [6].

a. Categorizing - An intuitive and effective method for categorizing requirements is to group them as being functional, nonfunctional, interface, or data format requirements.

b. Prioritizing - In most cases, time and resources are limited, so software engineers must decide which requirements should be implemented and others that cannot. Moreover, software engineers must have an in-depth understanding of what to implement first. Requirements are typically assigned a priority value.

3. Documentation and definition – Gathered information is typically represented as software requirements specifications (SRS) Draft. SRSs follow the IEEE guidelines 830, IEEE recommended practice for software requirements specifications [5]. For Mission critical systems, more formal methods of specifications may be required where requirements written in natural language are then expressed in machine
readable languages to enable the possible use of computer-aided validation and verification [11].

4. Prototyping – Some software lifecycles suggest a process where a prototype of the system is developed. An increment prototype allows the stakeholders to validate their ideas and that requirements are understood correctly. Software engineers must evaluate if this technique is efficient for the specific application.

5. Review and validation - As the SRS is being prepared, it should regularly be reviewed and validated by the stakeholders and developers.

6. Agreement and acceptance - The final version of the SRS should be accepted by all parties. Subsequently, the SRS acts as a contract between stakeholders and developers that describes what it is that should be developed. Modification and changes after the SRS is finalized must be properly analyzed and risk to the overall project assessed. If a change is approved it should be incorporated within the SRS in a way that leaves a clear trace of what was changed.
Chapter 3
Software Process Methodology

A group of professionals working on a software project without following a defined methodology or software process is a *recipe for failure*. According to an article by Linda Dailey Paulson [12].

Although research by The Standish Group found factors such as executive involvement rated as more important in guaranteeing project success, having a formal project methodology rates among the top 10.

With that being said it is also important to note that as the size or density of the methodology increases, productivity decreases at a much faster rate. Therefore adopting a methodology that is most efficient containing an appropriate density for the project is of vital importance. However, one of the problems with selecting a methodology is that there is not one methodology or software process that fits all projects without customization. It is important to evaluate some of the project’s characteristics in order to select and adapt a specific methodology.

Before we continue with this topic, it is important to define the software development methodology. Software development methodologies can often be confused with software process models. The fact is that a software process model is only part of the implementation of a methodology. A methodology is concerned with practically every aspect of a software project, including but not limited to things like where should employees sit, how do they communicate, how long do they work, and so on. Cockburn [13] describes a criteria for selecting a software development methodology for a project. In the literature, related approaches containing concise sets of guidelines for
selecting and/or adapting a methodology, as Cockburn’s, are limited. His approach suggests that multiple methodologies are necessary as no one methodology can be appropriate for all projects. In his work, we propose a set of principles to follow when selecting a methodology when multiple methodologies are appropriate and necessary. Interacting methodologies must be differentiated according to staff size and system criticality (more dimensions exist, but these two serve well initially) [13]. There are four main principles [13] when selecting and differentiating software methodologies.

**Principle 1**

“A large group, need a larger methodology.” The size of the group is defined as the number of people in the group. And the size of the methodology is defined by the number of control elements (i.e. milestones, deliverables, activities, standards, etc.)

**Principle 2**

“A more critical system—one whose undetected defects will produce more damage—needs more publicly visible correctness (greater density) in its construction.” For this principle, Cockburn divides criticality into 4 zones. From less critical to more critical, the zones are *loss of comfort* (zone C), *loss of discretionary moneys* (zone D), *loss of essential or irreplaceable moneys* (zone E), and *finally loss of life* (zone L).

**Principle 3**

“A relatively small increase in methodology size or density adds a relatively large amount to the project cost.” Methodology density is defined as the detail and consistency required for the controlling elements.
Principle 4

“The most effective form of communication (for transmitting ideas) is interactive and face-to-face, as at a whiteboard.” The software team members should be sitting in close proximity to each other to promote frequent and easy contact. This principle follows his related work in agile software development [14].

Cockburn presents a concise method for selecting a methodology based on the 4 basic principles. Based on principles 1 and 3, Cockburn presented a table to classify projects depending on criticality and size (number of people involved). This table is known as the Cockburn Scale. Below is a simplified version of the Cockburn table.

Table X. The Cockburn Scale.

<table>
<thead>
<tr>
<th></th>
<th>1-6</th>
<th>7-20</th>
<th>21-40</th>
<th>41-100</th>
<th>101-200</th>
<th>201-500</th>
<th>...</th>
</tr>
</thead>
<tbody>
<tr>
<td>Life (L)</td>
<td>L6</td>
<td>L20</td>
<td>L40</td>
<td>L100</td>
<td>L200</td>
<td>L500</td>
<td>...</td>
</tr>
<tr>
<td>Essential money (E)</td>
<td>E6</td>
<td>E20</td>
<td>E40</td>
<td>E100</td>
<td>E200</td>
<td>E500</td>
<td>...</td>
</tr>
<tr>
<td>Discretionary money (D)</td>
<td>D6</td>
<td>D20</td>
<td>D40</td>
<td>D100</td>
<td>D200</td>
<td>D500</td>
<td>...</td>
</tr>
<tr>
<td>Comfort (C)</td>
<td>C6</td>
<td>C20</td>
<td>C40</td>
<td>C100</td>
<td>C200</td>
<td>C500</td>
<td>...</td>
</tr>
</tbody>
</table>

Figure 3.1: The Cockburn Scale

Recommendations for Small Businesses

Our work is focused on facilitating software engineering practices for small new ventures. As such, we assert that one dimension (i.e. criticality) should be the criteria for selecting the methodology that a project should use.

Cockburn and others [15]–[17] have discussed agile methodologies that gained popularity in the past two decades. It was stated that “Nowadays; agile methodologies are one of the most important rising methodologies in software engineering.” [16].
Unless the project’s criticality is Life Threatening (L), a variant of the agile methodology can be adapted for the circumstances of small businesses. XP (Extreme Programming) [13] or one of the methodologies on the Crystal Family of methodologies [13] could be two possible effective options in these environments. To evaluate XP, Cockburn [17] states “XP was first used on D8 types of projects. Over time, people found ways to make it work successfully for more and more people. As a result, I now rate it for E14 projects.” XP is based on how a collection of individual practices, such as test driven development, close customer participation, continuous refactoring, constant communication and coordination, collective code ownership, and pair programming, interact in a software development setting [15]. With respect to Crystal Clear, Cockburn [17] states that “Crystal Clear is a methodology for D6-category projects. You should be able to stretch Crystal Clear to an E8 or D10 category project with some attention to communication and testing, respectively.” As a result, the agile methodology that is best suited for any project will depend in large part on the culture of the team.

If the project’s criticality is life threatening, then the project may need a more sophisticated and/or denser methodology. However, some software engineers assert [18] that some agile methodologies can be extended to satisfy projects with life threatening criticality. Gary K. et al [18] affirm that:

Agile methods are flexible enough to encourage the right amount of ceremony; therefore if safety-critical systems require greater emphasis on activities, such as formal specification and requirements management, then an agile process will include these as necessary activities.
Chapter 4
Implementation Platform

The choice of implementation platform components, such as programming languages for the various components, operating system and environment, and pertinent database management systems, is a critical decision for some projects. For example, choosing Microsoft .Net [19] as the development platform for a web based project could be initially appealing considering the rapid development facilities that it offers. However, other factors must be understood considering the expense of the platform. Moreover, at the time of deployment, many low cost hosting servers may not support .Net. To begin this selection, it is imperative to have a well-defined SRS in order to ensure an efficient process, overall.

4.1 Choice of programming language

There is no single programming language for all tasks. For that reason, selecting a programming language that is right for the project is crucial [20]. Naiditch [21] states that

Too often, discussions about what language to select break down into emotional appeals for one’s favorite language. Instead, a fair and rational process should be established that bases the choice of a programming language on issues related to customer needs and business goals.

The following is a list of criteria that can be used to select a programming language for a project [20]–[23].
• Ease of learning

This factor is important if you have a pre-existing development workforce and require a set of languages unfamiliar to your developers. Otherwise, we assert this factor has a relatively lower priority factor unless the time to production is very restricted.

• Ease of understanding

Software is usually written once, but read many times. In many cases, it will be read by people other than the original developers. This is of particular importance when the system is expected to have a long, useful lifetime. The programming language may play a role, but, in practice, what makes a program easier or harder to understand is closely related to the programming style and best practices that the programmer employs. In general, for a large program, object oriented language facilitate the understanding and reusability, while procedural language are less favored. In these studies, we believe that for very small programs, the opposite could be true.

• Speed of development

Libraries and tools dictate the speed at which you can create production code. For example, contemporary Integrated Development Environment (IDE) with integrated development libraries facilitates the development of Graphical User Interfaces (GUI’s). Therefore, selecting a language that has libraries and tools that are adequate for the required tasks could improve speed of development.

• Help with enforcement of correct code

Strongly typed languages prevent runtime errors. Java, [24] C#, and ADA are examples of strongly typed languages. C also requires that all variables have
strong type declarations, but by the use of pointers this requirement can be somewhat overlooked.

- **Performance of compiled code**

  Contemporary compilers for most modern programming languages are optimized to produce efficient code, so this factor is increasingly less relevant. Performance is more heavily determined by architectural issues or algorithmic decisions. Language selection is usually less relevant. There are few exceptions, such as when applications that process large numbers where small variations in performance could translate significantly increased CPU time.

- **Portability**

  Modern programming languages have associated compilers for all the major platforms. However, if the system must be portable across platforms, some languages are more appropriate than other. For example, Java was created to be highly portable across most major platforms [23]. “By far, the most successful example of a popular language that has good portability is Java, which was deliberately designed for portability. It has achieved this by standardizing not only the language, but also the platform environment (J2EE and J2SE).”

- **Runtime requirements**

  The language selected for developing an application may require that the user installs a specific runtime environment. A user may be reluctant to download and install applications that have security and performance risks.

- **Ease of collaboration**
This is an important factor when the project is developed and/or maintained by teams in distributed locations. In general, object-oriented languages support collaboration more than procedural languages. Hybrid languages and web-based languages like PHP and Python could work equally well for this factor, when software teams limit the development of procedural code but instead uses effective object-oriented practices.

• Adequate match for the task

It is important to find an adequate match for the task, like with speed of development, depend on the nature of the project and the features that it requires. Such features or libraries are not equally accessible to all languages. Also, the original philosophy of the language can play an important role in the decision. “The best choice of language for a task would be according to the original philosophy, keeping in mind that Java is portable web oriented language, Perl is a powerful script language, Python is an easily coded language and C and C++ are efficient languages used in operating systems and drivers” [22]. It is important to examine the SRS and evaluate each requirement while understanding appropriateness of the various candidate languages.

Below is a table of some of the most popular programming languages used today. The author has assigned a score to each language in a scale from 1 to 5 where 5 is the highest score, according to each of the mentioned characteristics. The values presented on this table are for illustrative purpose, readers are encouraged to use their own set of values.
Figure 4.1: Programming language selection

<table>
<thead>
<tr>
<th></th>
<th>Java</th>
<th>PHP</th>
<th>Python</th>
<th>C</th>
<th>C++</th>
<th>C#</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ease of learning</td>
<td>2</td>
<td>5</td>
<td>5</td>
<td>4</td>
<td>3</td>
<td>2</td>
</tr>
<tr>
<td>Ease of understanding</td>
<td>3</td>
<td>4</td>
<td>4</td>
<td>2</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>Speed of development</td>
<td>2</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>Enforcement of correct code</td>
<td>4</td>
<td>2</td>
<td>2</td>
<td>3</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>Performance</td>
<td>4</td>
<td>2</td>
<td>2</td>
<td>5</td>
<td>5</td>
<td>3</td>
</tr>
<tr>
<td>Supported platforms</td>
<td>5</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>Portability</td>
<td>5</td>
<td>4</td>
<td>4</td>
<td>3</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>Ease of collaboration</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>3</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>Runtime requirements</td>
<td>4</td>
<td>3</td>
<td>3</td>
<td>5</td>
<td>5</td>
<td>5</td>
</tr>
</tbody>
</table>

4.2 Choice of operating system and database management systems

The selection of the operating system and database management system that a project requires could be a long and complex task that extends beyond the scope of this work. If some quick decisions are required, the author suggests that the requirements should be closely evaluated. The cost of acquisition, cost of maintenance, and availability for deployment are important factors to be considered.
Chapter 5
Software Testing

Another important process is a systematic way to incrementally test during the development lifecycle. Failure to do it properly will increase the probability of encountering a number of expensive, and sometimes recurring, complications. There are several forms of software testing. This thesis focuses on unit testing, integration testing, system testing, and acceptance testing. Integration, system, and acceptance testing are perhaps the most prevalent. However, unit testing is more unique, since it is perceived as inefficient by many programmers. First, Elims et al. [25] suggest that the perceived additional time required to use unit testing is far greater than reality.

We examine the available data from three safety-related, industrial software projects that have made use of unit testing. Using this information we argue that the perceived costs of unit testing may be exaggerated and that the likely benefits in terms of defect detection are quite high in relation to those costs.

Properly performed unit testing actually saves time and resources over the lifetime of the project. However, unit testing must be implemented properly and early.

5.1 About unit testing

There are many definitions of Unit testing but a simple and concise one is the following “Testing of individual hardware or software units or groups of related units” [26]. Unit testing is a key component for any software that is intended to be sustained while also being manageable for an extended time. However, as mentioned, unit testing should be taken into consideration at the start of any project, as it is difficult to incorporate later in the project. On the other hand, if unit testing is incorporated into the
development of each unit then the effort and expense is minimized as the integration time of new code is reduced (i.e. reduction in time to debug new code).

5.2 Advantages of unit testing

- Higher confidence in the code and less time spent on the debugger.
  
  Beck [27] suggests, in context of the xUnit family of automated testing frameworks, that “It wasn't until I had been automating tests for several years that I noticed that I didn't use the debugger.” .

- Early detection of problems.

  Normally unit testing is done either before writing the unit of code, or immediately after. So when a test fails at that stage, either the code for that unit has a bug or the test has a bug. In either case both codes are revised and the software bug is removed.

- Helps prevent the introduction of new bugs during code modifications.

  If a modification of the program makes a test fail, the failing test tells us where the problem may be before the code is updated.

- Facilitates integration testing.

  By using unit testing, all the individual units are more reliable, so the integration testing becomes less complex thus reducing development time.

- Complements documentation.

  Unit testing suites constitute a form of documentation in itself, since the test reveal characteristics that the units should implement.

- Supports design.
If unit testing is done before coding, then the tests become an additional model of the design.

- Greatly reduces the cost of defects in the long run [27].

  “…The Defect Cost Increase (DCI). DCI states that the sooner you test after the creation of an error, the greater your chance of finding the error and the less it costs to find and fix the error…”

### 5.3 Disadvantages of unit testing

A major disadvantage of unit testing is the time investment. The lines of code increase proportionately and require maintenance.

### 5.4 Limitations of unit testing

- It only tests individual units.
  
  It does not test the integration between the units. It also does not test performance.
  
  - A unit test failure does not prove that the code is faulty.
    
    The fault may be in the test itself.
  
  - Unit testing is very difficult and ineffective with GUIs.
    
    There are frameworks and tools that help unit test GUIs and WEB pages, but in general it is difficult to do it.

### 5.5 Properties of good tests

An excerpt from a common testing book [28] suggests

Unit tests are very powerful magic, and if used badly can cause an enormous amount of damage to a project by wasting your time. If unit tests aren’t written and implemented properly, you can easily waste so much time maintaining and debugging the tests themselves that the production code—and the whole project—suffers. We can’t let that happen; remember, the whole reason you’re doing unit testing in the first place is to make your life
easier! Fortunately, there are only a few simple guidelines that you need to follow to keep trouble from brewing on your project.

Good tests have the following properties, which makes them A-TRIP:
- Automatic
- Thorough
- Repeatable
- Independent
- Professional

As more and more people and companies recognize that unit testing is essential for the sustainability of a software project, unit testing is moving to the requirements phase of the project. The following is an illustration of the typical activities involved in proper unit testing. The illustration was taken from [25].

![Figure 5.1: Simplified process for performing unit tests, shaded boxes show associated activities that must be completed before or in conjunction with unit testing. [25]](image-url)
Chapter 6
Case Study and Experimentation:
Unit Testing

6.1 Experiment 1: The re-implementation of Find-it

Find-it, an application that was developed by this author and a group of 4 other team members over the course of a semester was redeveloped into a new product of identical functionality called Quick-seek. One of the reasons for selecting Find-it for this experiment was that the author was one of the developers and therefore maintained detailed records related to the time it took to develop each piece. Another reason for choosing Find-it was that it is complex enough to be relevant, but simple enough to be developed in one semester, which was the maximum time available to complete the task of re-developing it in another programming language. In addition, and perhaps most importantly, Find-it was developed to incorporate several software engineering methods, but Unit Testing was not incorporated.

6.1.1 Hypothesis

This thesis claims that if Unit Testing is performed concurrently with development it should not significantly increase the initial developing cost of the project, and that in time the benefits of a self-testing application will exceed the higher cost.
6.1.2 The evaluation method

By redeveloping Find-it, but this time doing it with a test-driven development frame of mind from the initial phases, this experiment intends to demonstrate that even though more than twice the code was written than it was with the original system, the new software, Quick-seek, did not take much more time or resources to build it, and the quality of the new product is far superior in terms of robustness and maintainability. Quick-seek was intentionally written in a different programming language and using a different architecture to ensure that rewriting it wouldn’t be easier than writing it for the first time.
Quick-seek architecture

Figure 6.1
Figure 6.2: Quick-seek class diagram
Find-it architecture

Figure 6.3
Find it does not have a class diagram, since its logic was written as a group of files with procedural PHP code, and therefore it has no packages or clases. The PHP files are enumerated as follows.

- ProcessAddItem.php
- ProcessEditItem.php
- ProcessDeleteItem.php
- ProcessSearch.php
- ProcessAddCatalog.php
- ProcessEditCatalog.php
- ProcessDeleteCatalog.php
- ProcessAddUser.php
- ProcessEditUser.php
- ProcessDeleteUser.php
- ProcessSignup.php
- ProcessAuthentication.php
- Restrict_Access.php

Figure 6.4: List of PHP files for Find-it

### 6.1.3 The procedure

The first step in the experiment was to take the SRS of Find-it and do some minor adaptations to it to use it as the SRS for Quick-seek. The author decided to use the same SRS instead of creating a completely new one, to make sure that Quick-seek, the new product, would be functionally the same as Find-it and therefore comparable.
The second step was to set up a developing environment similar to the one that was used to develop Find-it, but adapted to the new language to be used. Among the most important things included in the developing environment were a version control system, (i.e. SVN), Eclipse as the IDE, and MySQL as the DBMS. The environment also included a Java JDK, Tomcat as the Java container, and JUnit for unit testing. In addition to that an Endeavour Server, which is a freeware web based Project Management System was installed. Due to the small nature of the project, the Endeavor was used very lightly, only to define the major iterations planned and to occasionally check if the development process was on track.

Following the advice presented in this document, since the project is very small, a very simple methodology was adopted, a simplification of Extreme Programming (XP). This was the most significant change in comparison with what was done with Find-it, since Extreme Programming requires developing a unit test for every method or unit of code.

In selecting the implementation platform for Quick-seek it was decided to keep everything equal to what was used in Find-it except for the programming language. The decision of changing the programming language was to ensure that the code would be completely written from scratch as opposed to retyping some of the code that was already done. Very soon it became obvious that the change of the language was unnecessary with that respect to the fact that this time the application was going to be built using a test driven development (TDD) methodology. Therefore, it would best be developed with an object oriented model, while Find-it was mainly procedural and therefore very different.
Nonetheless, switching to Java added to the purpose of simulating a completely new project.

The graphic design for Find-it was taken from a free HTML template from FreeCSS.com. It was decided to use the same template for Quick-seek since changing it did not add additional value to the experiment. However, the CSS was modified to change the colors of the UI just so that the two products could be easily differentiated.

### 6.1.4 Quantitative results

To obtain the following figures we used Code Analyzer, a Java application developed by Mark Teel [29].

<table>
<thead>
<tr>
<th></th>
<th>Find-it</th>
<th>Quick-seek</th>
</tr>
</thead>
<tbody>
<tr>
<td>Total Files</td>
<td>52</td>
<td>66</td>
</tr>
<tr>
<td>Total Lines</td>
<td>4,116</td>
<td>8,758</td>
</tr>
<tr>
<td>Code Lines</td>
<td>3,229</td>
<td>6,075</td>
</tr>
<tr>
<td>Functional code lines</td>
<td>3,229</td>
<td>2,803</td>
</tr>
<tr>
<td>Test Code Lines</td>
<td>0</td>
<td>3,272</td>
</tr>
<tr>
<td>Documentation Lines</td>
<td>524</td>
<td>1,246</td>
</tr>
<tr>
<td>Whitespace Lines</td>
<td>368</td>
<td>1,501</td>
</tr>
<tr>
<td>Total Coding Hours</td>
<td>146</td>
<td>194</td>
</tr>
</tbody>
</table>

Table 6.1: Quantitative results for experiment 1
The results show that the redeveloped software has more than twice the lines of code than the Find-it application. Also, more than half of the lines of code for Quick-seek are test code lines. The results were expected based on related work. At first, it appears that it will be hard to justify unit testing, since apparently the overhead caused by it is very significant. However, the average time to develop a line of code without unit testing is not the same as the average time to develop a line with unit testing. On the average, it takes considerable less time to develop a line of code that is tested. Why? There are several reasons, but two are most relevant: First, even the best programmers usually make mistakes when they write code. As a result, when developing without frequent testing it is very common to spend time debugging the code before it can adequately execute for the first time. Such was the case when Find-it was developed, where many hours were spent debugging. That initial debugging time is part of the total time to develop those lines of code. If the code is unit tested each time a small unit is written then this method eliminates that initial debugging. As a result, by disregarding the time to write the tests, each line of unit tested functional code is written faster on the average than untested
functional code lines. Second, the larger the size of the functional code, the longer it is required conceptualize the tests. Test lines also require thinking; however, since they are so closely related to the code to be tested, if they are written very close to the time of writing the functional unit of code, then they require considerably less amounts of time than a line of functional code. As to be expected, this difference becomes more apparent if the developer is very experienced in unit testing.

It is necessary to point out that even though it is faster to develop a line of unit tested code, the difference is not enough to compensate for twice the code. As a result, the total time to develop an application using test driven development will undoubtedly still be larger than developing without it. For example, in our experiment, it took 49 more hours to develop Quick-seek, which represents only a 33% increase in developing time.

![Total Coding Hours](image)

Figure 6.6: Percentage of total coding hours

Nonetheless, time to develop cannot be used in isolation to decide whether or not it is justified to use unit testing. Other metrics might lead to a more holistic conclusion, since
the cost of a software project does not end at the moment when the developers write the last line of the first version.

### 6.1.5 Qualitative results

In comparing Find-it, the original non-tested application, with Quick-seek, it is initially observable that the two products that are functionally identical; however, as the code is analyzed in terms of reliability, maintainability and scalability, it is clear that the quality of the two products is very different.

Regarding reliability, it is notable that with the exception of the HTML code, the controller servlet, and simple accessor methods, every method of the application has an automated test for it. As a result, every time a method or class is added or modified, all of the other classes and methods are tested, which significantly raises the reliability of the product. These tests are simple tests that verify that each small unit of the software is working as anticipated. However, in other cases, some very complex methods may require more exhaustive testing. Because of the built-in suite of automated unit test, Quick-seek requires very little integration, and acceptance testing before it was approved with confidence for production. Find-it on the other hand has no built-in testing capabilities which creates uncertainty regarding the reliability of the code. Due to the lack of automated testing, Find-it required extensive manual integration and acceptance testing before it is approved as a production-ready product. During the several iterations of testing, often the product had to be sent back for debugging a defect. These testing and debugging iterations obviously add to the initial cost of development.
Regarding maintainability the situation is similar. Since Quickseek has a built-in suite of automated tests that exercise every method in the application and that can easily be run after any change is made to the software; if Quick-seek is put into production and later a new feature is needed or a change in functionality is required, a developer can work on the software with assurance that if his additions cause new error within the existing code, then it is probable that the test suite will detect it and point out where the problem is. As a result, the updated version can be put into production with confidence with little additional manual testing. On the other hand, the same cannot be said of Find-it which does not have any automated testing to exercise all code. A developer making a change or correcting a bug could very easily introduce a new bug that without extensive manual testing would have a high probability of being unnoticed before the new version goes into production. This kind of situation occurs frequently in commercial products that had not been developed with unit testing, and it is difficult to estimate the related cost. On a similar note, it is worth noting that the main developer of Find-it has used the product for personal purposes almost on a daily basis since it was first published. Since that time, many bugs have been discovered and corrected. If Find-it had been a commercial product, the cost of a customer encountering a problem could have a serious impact on the business, not to mention the additional cost.

When it comes to scalability, again it can be seen that Quick-seek has a great advantage over Find-it. If new features are required, that call for a major design change, the unit test built into Quick-seek makes the refactoring process straightforward and less risky.
6.2 Experiment 2: Adding unit testing to existing software

6.2.1 Hypothesis

If unit testing is skipped, during software development there is a chance that problems will start to show up later on in the life of the software. Unit testing should be incorporated at the start of a new project, particularly for small businesses, as it takes longer to incorporate unit tests later in the project. Alternatively, if unit testing is built into the implementation of each unit, the effort is reduced and less time is spent debugging the new code.

6.2.2 Validation

To validate these assertions, we conducted an experiment where we incorporated unit testing to Find-it; an application that was implemented without applying unit testing. The goal is to introduce unit testing without a major refactoring effort. Find-it, is a web based filing management system written in non-object-oriented PHP interphasing with a MySQL database. The experiment was then evaluated quantitatively by tracking the time that it took to create unit tests for most of the PHP scripts that comprise the main logic of the software and comparing that time with the time that took to build the functional code. In addition, an analytical evaluation was conducted by identifying the factors that presented complications to the process.

6.2.3 Description of the experiment

After some analysis regarding how to best implement unit testing to Find-it, the initial impression was that it would not be possible to effectively incorporate unit testing into the application without massively refactoring the software. However, after further examination, it is observed that certain aspects of unit testing could be achieved but it
requires some compromise with respect to various characteristics of quality unit testing. The process is also observed to be very time consuming. In particular, developing independent tests were difficult to create from existing code. The analytical results of the experiment are the identification of areas in the original code that made unit test incorporation intractable and the introduction of mitigating solutions (i.e. “workaround solutions”) in this environment.

In the experiment, three major types of problems were discovered and will be described in more detail in the next few paragraphs. It is important to note that this was an isolated experiment performed on a single system. However, useful insights were discovered around the importance of considering unit testing at design time.

Find-It, the system used for the experiment, is made of a collection of HTML forms like the following one.

Figure 6.7: Sample user interface
In most cases the HTML has embedded PHP code that is standardly executed on server side where final HTML code is sent to the client browser. In many cases this embedded PHP code consists of a line that instructs the parser to include the lines of a specified PHP file before it gets executed, as shown in the piece of code bellow.

```php
<?php
    require_once('scripts/account_registration.php');
?>
```

The previous code fragment is inserted at the beginning of the HTML form; and as a result the code in the file “account_registration.php” gets inserted into the HTML document before the form gets executed by the server.

In this particular case these inserted files, which contain pure PHP code, is what we wanted to unit test. But as mentioned earlier, doing so still present some challenges.

### 6.2.4 Results

On the quantitative side it was observed that it took 153 hours to code the unit tests for Find-it, while it only took 146 hours to develop the functional code. In other words, it took longer to build the tests than it took to build the functional code. This result by it self are not enough to validate our hypothesis since it does not tell us anything about the time that it would have taken if the tests were coded incrementally while developing the functional code. However, combining this result with the results of experiment 1 we get that the total time to code Find-it plus the time to code it’s unit tests was 299 hours. Therefore, it took considerably longer than the 194 hours that it took to develop Quick-seek, a functionally identical application that was developed using test driven development. This combined results do in fact validate our hypothesis.
On the analytical side the following was observed. The two main types of difficulties encountered originate from the fact that in most cases the PHP files have no class declarations or functions that can be called from a test function. The most promising solution is to dynamically include the whole file into the test function. As a result, there are several challenges.

1. **The function may directly send output to the user without storing a result value**

There may be some scripts for which the functionality is just to display (echo) some string or value like in the following script. In those cases, there is no easy way to automatically test the value of the string that gets echoed. When this occurs, the easiest solution may be to do some minor refactoring to the code. Look at the following example.

```php
accessLevelOptions.php
<?php
$sql = 'SELECT accessLevel FROM `users` WHERE `userId`='.$_GET['userId'].' ORDER BY accessLevel';
$result = $dbRead->fetchAll($sql,$_GET['userId']);
$admin = 10;
$user = 20;
$ruser = 30;
if($result[0]['accessLevel']==$admin){
    echo " selected=selected";
}
echo '<option';
echo ' value='. $admin .">Administrator</option>
if($result[0]['accessLevel']==$user){
    echo " selected=selected";
}
echo '<option';
echo ' value='. $user .">User</option>
if($result[0]['accessLevel']==$ruser){
    echo " selected=selected";
}
echo '<option';
echo ' value='. $ruser .">Ruser</option>
?>
```
In this case, minor refactoring allows the data to be first stored on a variable which we can then use to test (compare with) some known value as was done in the following refactored code.

```php
accessLevelOptions.php (Refactored code)

<?php
$sql = 'SELECT accessLevel FROM `users`
    WHERE `userId`= ?
    ORDER BY accessLevel';
$result = $dbRead->fetchRow($sql,$_GET['userId']);
$admin = 10;
$user = 20;
$ruser = 30;
$usersList = "<option";
if($result['accessLevel']==$admin){
    $usersList = $usersList . " selected=selected";}
    $usersList = $usersList . ' value='. $admin .">Administrator</option>";
}
$usersList = $usersList . ' value='. $user .">User</option>";
if($result['accessLevel']==$ruser){
    $usersList = $usersList . " selected=selected";}
    $usersList = $usersList . ' value='. $ruser .">Restricted User</option>";
?>
```
2. Performing more than one functionality in the same unit of code

Many scripts perform two or more functionalities synchronously. This eliminates straightforward methods for testing independent functionality separately. Such is the case of the following script.

```php
// Check if the catalog has children
$sql = 'SELECT id FROM `containers` WHERE parentId = 0 AND dbId = ?';
$result = $dbRead->fetchAll($sql,$_GET['dbId']);
$size_of_result = sizeof($result);

// Delete the catalog if it has no children
if ($size_of_result == 0){
    // The container has no childs
    $dbWrite->delete('databases','dbID='.$_GET['dbId']);
    header('Location: ../DBList.php');
    break;
}

// There are childs, do not delete
header('Location: ../DBList.php?msg=CatalogNotEmpty');
?>
```
As we can see from the highlighted sections of this short script, there are two distinguishable functionalities.

The first functionality that can be found is in the code in “library.php”, which creates a connection with the database and instantiates two objects $dbRead and $dbWrite. These two objects contain the methods for reading and writing to the database.

The other functionality deletes a catalog if it has no children. Since the script will run in entirety before an intervention can be asserted, again there are limited approaches to run the script and test functionality without the necessity of using the real database. Using the real database is not desirable for many reasons. For one, the test would be dependent on a successful connection and on specific data being present on it. Secondly, there is a risk of deleting a record, and even leaving that database in an unstable or incorrect state. Fortunately, in this particular case, the insertion of ‘library.php’ was done via a require_once and not via require. For that reason, it was possible to apply a rudimentary solution to solve one aspect of the problem. A require_once(‘library.php’) was inserted in the test before inserting ‘process_delete_catalog.php’ to it. Making the require_once inside ‘process_delete_catalog.php’ inactive since it was already inserted. That solution enables the instantiation of a dummy class of $dbRead and $dbWrite before running ‘process_delete_catalog.php’ and as a result avoids reading or writing to the real database, as it can be seen in the code below. However, we did not recognize a solution that avoids the initial connection to the database.

DeleteCatalogTests.php
require_once 'C:\Program Files\PHP\PEAR\PHPUnit\Framework\TestCase.php';

// This makes the second 'require_once('..\scripts\library.php')'
// that is inside // 'process_delete_catalog.php' ineffective.
require_once('..\scripts\library.php');

// Scripts that redefine $dbRead and $dbWrite
require_once('DbReadForTestDeleteCatalog.php');
require_once('DbWriteForTestDeleteCatalog.php');

class DeleteCatalogTests extends PHPUnit_Framework_TestCase{
    private $dbRead;
    private $dbWrite;

    protected function setUp(){
        $this->dbRead = new DbReadForTestDeleteCatalog();
        $this->dbWrite = new DbWriteForTestDeleteCatalog();
    }

    public function test_no_delete_if_catalog_not_empty(){
        $dbRead = $this->dbRead;
        $dbWrite = $this->dbWrite;
        $_GET['dbId']=1; // This will simulate a catalog with 2
        // entries
        require('..\scripts\process_delete_catalog.php');
        $this->assertFalse($dbWrite->deleteCalled == true,
            "The delete was attempted on a non empty
            catalog\n");
    }
}
public function test_delete_requested_if_catalog_empty(){
    $dbRead = $this->dbRead;
    $dbWrite = $this->dbWrite;
    $_GET['dbId'] = 0; // This will result on an empty result
    require('../scripts/process_delete_catalog.php');
    $this->asserttrue($dbWrite->deleteCalled == true,
        "The delete was NOT attempted on a non empty catalog\n" );
}

public function test_sql_for_fetch(){
    // This test protects the code from someone messing with the
    // sql query for the fetch
    $dbRead = $this->dbRead;
    $dbWrite = $this->dbWrite;
    $_GET['dbId'] = 1; // This will simulate a catalog with 2 entries
    require('../scripts/process_delete_catalog.php');
    $this->asserttrue($result[0]['sql'] == "SELECT id
        FROM `containers`
        WHERE parentId = 0
        AND dbId = ?",
        "The sql was not the expected one\n" );
    $this->asserttrue($result[0]['id'] == $_GET['dbId'],
        "The id was not the expected one\n" );
}
An additional challenge encountered was testing code that is hard to understand

The script that calculates the path to a container was written by the author a year prior to the experiment. The script is only 23 lines long, and the author required 2 hours to fully understand it enough to apply unit testing to it. If the unit test had been written at the inception of the script then this would have represented a significant saving of time.

To summarize the results of this experiment we have that on the quantitative side, it took 153 hours to code the unit tests for Find-it, while it only took 146 hours to develop the functional code, and the total developing time was far greater than the total developing time of Quick-seek which included unit testing. This result, even though originally counterintuitive, was supported by the analytical results were a number of complications were found that substantially added to the time that it took to develop the tests.
Chapter 7
Discussion and Conclusion

The motivation for this work was to aid new entrepreneurs of small software project in understanding the need for some of the most essential processes of software engineering. This work is most applicable to small projects where budget and resources are usually very limited. The author assessed and included the areas of software engineering that are most essential to small projects.

Of the practices presented there is one in particular, unit testing, for which there is controversy as to whether its benefits are worth the cost of implementing it. For that reason the experimental part of this work was dedicated to unit testing and consisted of two experiments which attempt to dissipate the controversy about unit testing.

Experiment 1 was conducted to support the hypothesis that if unit testing is performed concurrently with development it should not significantly increase the initial developing cost of the project, and that in time the benefits of a self-testing application will exceed the higher cost. The results of our experiment strongly support our hypothesis. Of the total number of hours that took to code Find-it and Quick-seek, only 57% of that time belongs to Quick-seek which agree with our hypothesis. The qualitative analysis shows that Quick-seek is more reliable, maintainable, and scalable, which suggest that the benefits do in fact outweigh the relatively small cost increase.
Experiment 2 was conducted to support the hypothesis that unit testing should be incorporated at the start of a new project, particularly for small businesses, as it takes longer to incorporate unit tests later in the project. The results of experiment 2 strongly support the hypothesis. When we added the time that it took to build Find-it with the time that it took to implement its unit tests we observed that the total was far greater than the time that it took Quick-seek which already incorporated similar amount of unit testing.

Both experiment were designed with small projects in mind, but this author believes that the results are equally valid to projects of any size. The only exception would be extremely small and simple software, less than a page of code without complex logic. As size and complexity increases, so does the value of using test driven developing techniques.

Factors like choice of language or programmers experience should also not affect the results. For example, if Find-it was coded by a very inexperienced programmer and then the experiments were conducted by the same programmer, then all times should have increased proportionally for each case and would lead to the same conclusion.

The second experiment presented in Chapter 6 was conducted with worst case scenario frame of mind. For example, many of the test lines of code accounted for in the statistics as test code were to create mock objects to isolate the test from the rest of the system. Normally this would be done using existing libraries and frameworks that are freely available for that purpose.

As mentioned, related projects [25], [27], [28], [30], [31] and the state-of-the-art agrees on the value of unit testing and curiously most of the resistance to use it originates from those individuals who suffer the most from not taking advantage of it, programmers
and decision makers. Part of this problem comes from lack of proper training. Unit testing, not only should be part of the core courses of any software-related higher education program, but it should be introduced early in the program and then enforced in any programming course. In that way, when the students graduate, they will be accustomed to incorporate it to any piece of software that they write.

Small software related new ventures often cannot afford the cost associated with implementing the full range of software engineering processes and practices. However, sometimes unknowingly, they cannot afford to disregard the most essential practices. If the leaders of a software project want to improve their long-term outlook, at a minimum, they should elaborate a comprehensive SRS, choose and implement a methodology that is appropriate for the size and complexity of the project, carefully select their implementation and deployment platform, and implement procedures to efficiently and continuously test the software. Integration and acceptance testing should be performed at a minimum before every minor release. Unit testing however should be done every time a small unit of code gets added modified or deleted. Moreover, unit testing should not be seen as optional for any project that is expected to last more than a few months. In such cases it should be regarded as an integral part of the project without which the software would be incomplete. However, it should be noted that for achieving the most efficiency, the tests should be written either before each unit of functional code is written, or immediately after.

The quantitative analysis of Experiment 2 can only account for the cost involved during the development phase of the products. It would be interesting to conduct a similar experiment with a commercial software product developed without unit testing and that
has been in the market for at least one year for which there are records of the bugs
corrected and the amount of resources that were expended to correct them. The results of
such an experiment would be very valuable.
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APPENDIX A

QUICK-SEEK SRS
February 24, 2013

Developer
Luis Teófilo Nunez Degwitz

Note: This is an adaptation of the original SRS for a project named Find-it originally developed by
Luis Nunez - Nick Shuman - Sana Khan - Jeff Milinazzo - Sean Meadows - Kin Chan

The original SRS of the Find-it project was intentionally used, with some minor adaptations, in order to develop similar products so that they can effectively be compared to one another.

To avoid page numbering conflicts with this thesis page numbering, the table of content of the SRS and the page numbers of it have been removed.

1. Introduction
1.1. Purpose
The purpose of this document is to describe a filing management software that is to be developed to efficiently solve the following problem.

It is very common for most people to receive a variety of paper documents that need to be filed to be referenced on a future date. The problem is how to efficiently file them in a way that they can be easily retrieved in the, possibly distant, future. We normally put them in folders on file drawers sorted by some criteria. But which criterion is the right standard for all kinds of documents? If after some time you do not remember which criterion you used to file a document, you may have a hard time finding it. Every time that we need to file a new document we have to first find if we have already have created a place where this document belongs, and if not, then we need to think about what will be the proper way to file it. Without an efficient system, this could be time consuming, and if done wrong could lead to the misplacement of the document. If other people need to find a file they may not be able to easily guess the criterion that you used to file it. This problem can be extended to storing any object anywhere, for example, the things that we put in a box in the garage and then we forget where we put them.

1.2. Scope of the project
To create a web based database system to catalog items that are to be filed or stored away.

a. The user should be able to store the name, description, categories, location and other attributes of the documents or objects to be filed so that they can be easily searched and located at any time.

b. The system should be web based and should work efficiently from a
smartphone.
c. Each file (container) should be able to be assigned to multiple categories.
d. It should make the process of filing and retrieving documents easier, not harder.
e. It would probably be written as Java Server Pages or PHP, connected to a MySQL or hsqldb database. The HTML should probably use CSS to allow for different screen sizes.

1.3. Definitions, acronyms, and abbreviations

**Catalog**: a collection of containers and items.
**Container**: an item that contains other containers or items
**Item**: Information related to an object that is or will be cataloged by the system.
When an item contains other items, then we may call it a container but they are basically the same kind of entity in the database.

Requirements Document

**Vision of the solution: Feasibility Study**

This project’s main concern is to develop a web based system to help properly organize and catalog physical documents or objects that are going to be filed for a possible later retrieval. For the purpose of this document the name of the system will be Quick-seek. The users should be able to store something into a location or container, and then document in the system where that particular item is. Later, the user can look up that specific item, and our system will display exactly where it is that the object was stored. Also, the database should be able to store descriptions and various characteristics of the stored object.

There has been plenty of other work in this area with filing systems such as The Paper Tiger. This system allows for users to catalog where they have put documents inside a file cabinet. Then, the user can search for that document, and The Paper Tiger will tell them where it is within the cabinet. Quick-seek can act as marketable competition to The Paper Tiger because we plan to overcome certain limitations that Paper-Tiger has.

One of the characteristics that make Quick-seek different is that we are enabling the user to add an infinite amount of containers within containers in the database. For example, if a user has a file cabinet that would be one container (say Cabinet 1). If there
is a box within the file cabinet that would be an additional container (say Car Information Box). Then, there can be a folder within the box, which will be a third container (say Insurance Info). Finally, the user can add an item (say BMW 1999 insurance) into the folder (resulting in the path Cabinet 1 ---> Car Information Box ---> Insurance Info--- BMW 1999 insurance). Another unique feature of Quick-seek is that it will incorporate a color coding mechanism to help minimize some human errors that can cause the misplacing of an item within a database.

As well as The Paper Tiger, there exists other kind of filing systems like the one called DigitalDrawer, which aims to virtually keep track of a company’s paper documents. The DigitalDrawer software scans in the paper document, and saves the file to the computer. This differs from our software because we do not aim to make a user go paperless. Instead, Quick-seek will be just a digital database that maps to physical objects. Going paperless (essentially item-less) would be impractical for many uses.

Analysis of requirements

The software that is being proposed for this project, tentatively titled Quick-seek, hopes to make the lives of its users easier by providing a system that allows them to know the location of an item quickly and precisely.

This web based program hopes to allow the user to store the name, description, category, location and other attributes of the item to be filed so that it can be easily searched and located at any time. For instance, the user does not need to remember what container the item was filed in, they only need to do a search regarding any one of the tags/keywords that are associated with that item to be able to find it. This program will make the process of filing and recovering items easier.

Risk assessment and Reduction plan

Risk 1: Unrealistic schedule, greater workload than anticipated
Description: It may be the case that the features promised for the project may have been due to an overzealous calculation, and realistically the functionality of the final version 1 of the product may have to be more modest, since the amount of work to be done may exceed the realistic time frame of the project.
Priority: High. If proper and accurate planning is not done, then there is little hope for the product being completed on time.
Probability of happening: Moderate. This project calls for a lot of time to be put into it in a productive manner. The developer must learn some new skills necessary to complete the project. Impact: High. If proper and accurate planning of a schedule is not done then the project may not be completed on time.
Mitigation: A system of keeping track of the work and the tasks that need to be completed has been implemented. The functions that are essential will be done first and any additional features will be implemented if there is time.
Contingency: If it becomes apparent that time is running out to complete the essential features of the software, overtime will need to be scheduled.
Non-Functional Requirements

A. Product Requirements

1. Efficiency Requirements
   a. The application should take no more than 3 seconds to load each page.
   b. The application should inform the user (by something such as a loading bar, spinning beach ball, etc.) during all functions that may take more than 3 second of processing time.
   c. Each database should be able to be accessed concurrently by no less than 5 users.
   d. The application should not require any processing on the user’s computer that could not be accomplished by a 2.0 GHz single-core Pentium 4 CPU with 1 GB of RAM running Windows XP Home on a 7200RPM HDD.

2. Reliability Requirements
   a. It should be available 24 hours a day, 7 days a week, all year long. The only downtime should be for critical system upgrades or bug fixes, and these should be attempted to be completed during off-peak hours to minimize loss of use.
   b. The program works consistently mainly for Google Chrome, all operating mayor systems, and geographic locations. We will define "consistently" as the program is operating as it is intended to 95% of the time.
   c. The system will be less expensive, and more specialized than other existing systems such as The Paper Tiger. Quick-seek will have unique features such as the ability to add color coding to each item.

3. Portability Requirements
   a. Although the system was created for Google Chrome it should also be compatible with Mozilla Firefox, Internet Explorer, Apple Safari, as well as general mobile web browsers. However, users are recommended to access the system with Google Chrome whenever possible.
   b. The minimum screen resolution that should be supported is 1024x768, as at least 98% of all web users are using a screen resolution equal to or higher than this.
   c. It should be coded with CSS support for all different supported browsers as well as a default basic styling option that will be supported by all browsers.

B. Organizational Requirements

1. Delivery Requirements
   a. The system should be web based and should work efficiently from a desktop and a smartphone.

2. Implementation Requirements
a. It should be written in HTML with server side processing using Java, PHP or similar, connected to database. The HTML should use CSS to allow for different screen sizes.

3. Standards Requirements
   a. All web pages should follow the same HTML and CSS based template.

C. External Requirements
   1. Interoperability Requirements
      a. As this is a web-based application with multiple browsers supported, it should be OS-independent and able to share data seamlessly between different browsers.
      b. It should take into consideration that in future versions the system is expected to be multi-lingual and multi-zone ready. It must be easy to add versions for other languages or zones like Spanish-Venezuela, Portuguese-Brazil.

2. Legislative Requirements
   a. The application is regulated under the MIT License
   b. The application contains no warranty

3. Ethical Requirements
   a. The organization's data protection officer must certify that all data is maintained according to data protection legislation before the system is put into operation.

Use cases with complete textual description

List of Use Cases:
1. Sign-up for new account. In future version needs to give instant access after email verification.
2. Login to account
3. Log-out of account (every page will have this, except for home)
4. List of catalogs. Show all catalogs created on a specific account
5. Search through a catalog by keywords to find an item. This is a search field. (every page after List of Catalogs Page)
6. Search through all catalogs to find an item.
7. Browse through the database going through selected items
8. Add, Modify, or Delete users
9. Add, Modify, or Delete a catalog
10. Add, Modify, or Delete an item in a catalog
11. View item information (limited view)
12. Add, Modify or Delete Labels (Future version)
13. Associate one or more labels to an item (Future version)
14. Find all items associated with a label (Future version)
15. Check-out or check-in an item from the filing system (Future version)
16. List item history (Future version)
17. Color code an item
18. Move an item and all its children to another location (Future version)
19. List items alphabetically

Name: Sign-up for new account.
Code: FR NewAcc
Actor(s): Anyone.
Precondition: Someone has arrived to the homepage of the system.
Trigger: Activate the account registration link.
Basic Path: The user fills out a form to obtain an account.
Alternative Path: User cancels the request and returns to the home page.
Exception paths: There is a problem with the connection to the Database, and the user gets a message encouraging him to try later.
Other:

Name: Log In to account.
Code: FR LogAcc
Actor(s): Any active user.
Precondition: The user has arrived to the login page.
Trigger: The user enters a user and password in the proper fields and submits it.
Basic Path: The user can enter a user and password to login to his account and submits the information.
Alternative Path: After submitting username and password, the user is not authenticated and is redirected to the login page which now shows that access was denied and gives an option to try again.
Exception paths: The system fails to connect to the database, in which case the user is informed of the problem and is invited to try again at a later time.
Other: One username can be associated with only one account. Therefore every user name must be unique.

Name: Log-out of account
**Code:** FR LogOut  
**Actor(s):** Administrator_User, Standard_User, Restricted_User  
**Precondition:** A user is logged-in to the system, and is viewing any of the pages of the system.  
**Trigger:** User activates a logout link or the session times out due to inactivity.  
**Basic Path:** The user is sent to the homepage and his session is invalidated.  
**Alternative Path:** The user navigates to a page outside of the system in which case the session remains open until it times out.  
**Exception paths:**  
**Other:** All pages except for the home or any external page will have a logout option.

**Name:** List all catalogs  
**Code:** FR LisCat  
**Actor(s):** Administrator_User, Standard_User, Restricted_User  
**Precondition:** The user has recently logged in from the homepage or has navigated to the Catalogs List page.  
**Trigger:** Navigating to the Catalogs List page.  
**Basic Path:** A list of all the catalogs available to the account is displayed.  
**Alternative Path:**  
**Exception paths:** There is a problem with the connection to the Database, and the user gets a message encouraging him to try or contact support if the problem persists.  
**Other:**

**Name:** Search by keyword through a catalog to find an item.  
**Code:** FR SrchKW.  
**Actor(s):** Administrator_User, Standard_User, Restricted_User.  
**Precondition:** A catalog must have been selected previously and the user is viewing any of the pages related to that catalog.  
**Trigger:** User submits the keywords.  
**Basic Path:** User enters some keywords and requests the search by submitting them. A list of all items containing all of the entered keywords is displayed along with each item’s description. Sorted by item name. Each item can be selected to show its details or to be edited which may include deleting it.  
**Alternative Path:**  
**Exception paths:** If no items are found, a message that no items were found is displayed at the result page. Alternatively, the user can be taken back to the previous page but a noticeable message indicating that no items were found should be displayed.  
**Other:**

**Name:** Search by keyword through the whole account to find an item.  
**Code:** FR SrchAc.  
**Actor(s):** Administrator_User, Standard_User.  
**Precondition:** The user must be logged-in and viewing the list of catalogs.  
**Trigger:** User submits the keywords to search.  
**Basic Path:** Similar to FR SrchKW but the search is not limited to a catalog, instead it searches the whole account. User enters some keywords and requests the search by
submitting them. A list of all items containing all of the entered keywords is displayed along with each item’s description. Each item can be selected to show its details or to be edited which may include deleting it.

**Alternative Path:**

**Exception paths:** If no items are found, a message that no items were found is displayed at the result page. Alternatively, the user can be taken back to the previous page but a noticeable message indicating that no items were found should be displayed.

**Other:**

**Name:** Browse through a catalog.

**Code:** FR BroCat.

**Actor(s):** Administrator_User, Standard_User, Restricted_User.

**Precondition:** The user must be logged-in and viewing the list of catalogs.

**Trigger:** The user clicks on the link of a catalog

**Basic Path:** The user navigates to any location or item by following the links. When a user clicks on a catalog or location then a list of all the locations/items contained in that location is displayed.

**Alternative Path:** If the location does not have any descendants then the detail view of the location is presented.

**Exception paths:**

**Other:** When the item has other items within it (descendants), the descendants are listed in alphabetical order.

**Name:** Add, Modify, or delete users and access rights (Manage users)

**Actor(s):** Administrator_User

**Code:** FR MngUsr

**Precondition:** The user has to be logged-in and has to belong to the Administrators group. The user also has to be viewing a page that has a way to access the Users Management function.

**Trigger:** Click on a link or button to go to the Users Management function

**Basic Path:** On the first version the functionality will be simple. The user is first presented with a list of all the users registered for the account. Selecting any of the listed users will display a form that allows the administrator to edit or delete the information of the selected user including its password and access level. While viewing the list of users (previous window), the admin would also have an option to create a new user. If the create new user option is selected a form to enter the data for the new user is presented. When the data is submitted it must first be validated. Of special importance is to validate that the user is unique within the account. The administrator can give the new user one of 3 types of access levels that is predefined.

**Alternative Path:**

**Exception paths:**

**Other:** On a future version the admin should be able to create groups which would define which pages can be accessed by the members of the group. Then when a user is created or edited, the admin can assign one or more groups to it. In order to create the groups, each page should be registered in a table of the database.
Name: Add, Modify, or delete a Catalog in the account (Manage Catalogs)
Code: FR MngCat
Actor(s): Administrator_User
Precondition: The user has to be logged-in and has to belong to the Administrators group. The user also has to be viewing the list of catalogs page.
Trigger: Request to edit a catalog or to create a new catalog.
Basic Path: When the admin request to edit a catalog a form to modify the fields of the catalog is presented. The form also has an option to delete the catalog. A similar form is presented if the user had requested to create a new catalog, but in this case the form is empty and it does not have a delete catalog option.
Alternative Path: If the user is not an admin, an authorization error message is displayed.
Exception paths:
Other: The catalog must be empty in order to be deleted.

Name: Add an item to a container/item or catalog
Code: FR AddItem
Actor(s): Administrator_User, Standard_User
Precondition: The user must be viewing the root level content of a catalog or a container/item.
Trigger: The user requests to add an item
Input Fields: CatalogID or possibly ItemID. This is required to know where to insert the new item.
Output: A form with all the required fields to add a new item
Basic Path: A user requests to add an item. When the form is displayed, the user fills it in and submits it. Data from the form fields should be validated as much as possible.
Alternative Path: The user decides not to add any item and cancels the request.
Exception paths:
What to test: That all fields are validated, that the sql is not invoked with invalid data, that the correct sql is invoked. For integration, that the item is added correctly.
Other: Associating labels to the item should be handled from here.

Name: Modify, or delete an item in a container (Manage Item)
Code: FR MngItem
Actor(s): Administrator_User, Standard_User
Precondition: The user must be viewing the root level content of a container/item.
Trigger: The user requests to edit an item
Input Fields: ItemID. This is required to know which item is to be edited.
Output: A form with all the fields of an item prefilled with the data of the selected item and editable.
Basic Path: A user requests to edit an item. When the form is displayed, the user edits any fields for which the user wants to make changes and submits the data. Data from the form fields should be validated as much as possible.
Alternative Path: The user requests to delete the item, in which case a confirmation dialog is displayed and if accepted the item is deleted. If the user does not confirm the intent to delete, he is returned to the form.

Alternative Path: The user decides not to make any changes and cancels the edit request.

Exception paths:
What to test: That all fields are validated, that the sql is not invoked with invalid data, that the correct sql is invoked. For integration, that the item is modified correctly.
Other: Associating labels to the item should be handled from here.

Name: View item information
Code: FR VieIte
Actor(s): Administrator_User, Standard_User, Restricted_User
Precondition: The user musts be viewing a list of items
Trigger: The user selects the item
Input Fields: ItemID
Output: A page displaying all the item’s fields. The fields must be read only.
Basic Path: The user has one or more items listed and selects one. The system responds by showing the item’s detail (List of all fields).
Alternative Path:
Exception paths:
What to test: Given an itemID the system creates the correct sql to select the item.
Other: When the details of the item are presented, an option to check-out, check-in an item should be available.

Name: Add a Label
Code: FR AddLbl
Actor(s): Administrator_User, Standard_User
Precondition: Add a label can be called from any place within a catalog
Trigger: A user request to add a label
Input Fields: CatalogId (Former DBId), a reference to the calling page
Output: A form to create a label
Basic Path: The user requests to add a label, a form with all the fields that the user can edit for a label is presented. The user enters the data and submits it. The user is returned to the calling page.
Alternative Path: The user decides not to create the new label and cancels the form, at which point he is returned to the calling page.
Exception paths:
What to test:
Other: Note that Add label can be called from different places and it should be able to know where to return when it finishes. This will not be implemented until version 2, unless there is time to spear.

Name: Modify Labels
Actor(s): Administrator_User, Standard_User
Code: FR ModLbl
**Precondition:** The user must be viewing the list of labels for a catalog  
**Trigger:** The user requests to edit a label  
**Input Fields:** Label ID  
**Output:** A form with all the fields of a label that can be edited by a user  
**Basic Path:** The user requests to modify a label. The system responds with a pre-filled form with all the editable fields of the label. The user makes all the modifications that he wishes and submits the data which causes the label to be modified.  
**Alternative Path:** The user can request to delete the label in which case a confirmation dialog is presented. If the user confirms the deletion, the label is deleted; else the user is taken back to the unmodified form. **Alternative Path 2:** The user can request to cancel the modification in which case he is returned to the list of labels.  
**Exception paths:**  
**What to test:**  
**Other:** If a label is deleted, all its associations need to be deleted as well. This will not be implemented until version 2, unless there is time to spear.

**Name:** Associate one or more labels to an Item  
**Code:** FR AssLbl  
**Actor(s):** Administrator User, Standard User  
**Precondition:** The user is editing an item.  
**Trigger:** The user requests to associate a label to the current item  
**Input Fields:** Item ID  
**Output:** A list of all the available labels for the current catalog. The user must be able to select all the labels that he wants associated with the current item.  
**Basic Path:** The user requests to associate a label. The system responds with a list of all the available labels for the current catalog showing the ones that are already associated, if any. The user can then select some more labels and or deselect whichever he wants. If the user wants to select a label that does not exist, he can request to add a new one. When the user is done selecting the labels he submits the list and returns to the form where he was editing the item.  
**Alternative Path:** The user can decide not to add or change any of the existent association and cancel the request in which case he is returned to the form where he was editing the item.  
**Exception paths:**  
**What to test:**  
**Other:** This will not be implemented until version 2, unless there is time to spear.

**Name:** Filter the results of a search by label  
**Code:** FR FltLbl  
**Actor(s):** All users  
**Precondition:** The user must be viewing at the results of a search  
**Trigger:** A user request to filter a search result by a set of selected labels  
**Input Fields:** Search query  
**Output:** A list of items/containers that satisfy the query and the filter
**Basic Path:** The user decides to filter the results from a search and selects one or more labels so that the results shows only items and containers that are associated with all the selected labels

**Alternative Path:** The user can decide not to filter the result, so he can cancel the request and leave the results unchanged.

**Exception paths:**

**What to test:**

**Other:** This will not be implemented until version 2, unless there is time to spear.

---

**Name:** Check-out or check-in an item or container from the filing system

**Code:** FR CheOut

**Actor(s):** Administrator_User, Standard_User

**Precondition:** The user is editing an item or container

**Trigger:** Request to check-out or check-in an item

**Input Fields:** Item ID

**Output:** Form to mark the item as checked in or out, and to record notes and who the person responsible for returning the item is.

**Basic Path:** A user that is editing an item or container requests to check-out or check-in an item. A form is presented where the user can add notes, the name of the person responsible to return the item, and an indicator as to whether the item is checked-in or checked-out.

**Alternative Path:**

**Exception paths:**

**What to test:**

**Other:** This will not be implemented until version 2, unless there is time to spear.

---

**Name:** Color code an item or a container

**Code:** FR - ColCod

**Actor(s):** Administrator_User, Standard_User

**Precondition:** The user is adding or editing an item or container

**Trigger:** The user selects a color code for the item or container

**Input Fields:** Item Id

**Output:**

**Basic Path:** While the user is adding or editing an item or container, he can select a color code for it in one of the fields.

**Alternative Path:**

**Exception paths:**

**What to test:**

**Other:** The color code is a visual aide to help reduce errors. The way to use it is up to the users. It is recommended that the users set up a common policy for color coding the items and containers. For example, folders can be coded with alternating colors to choose from a set of three contrasting colors. When a new folder is added in between two folders, it must be of different color than the other two. In that way if someone is filing a folder in the wrong place ⅔ of the times the folder would be of the wrong color which will help the person immediately recognize the mistake.
Name: Move a container or item to another container  
Code: FR MovCont  
Actor(s): Administrator_User  
Precondition: The user must be editing the container or item to be relocated  
Trigger: A user request to relocate the item  
Input Fields: Item ID  
Output: A list of the top level containers from which the user can navigate to the desired new location  
Basic Path: The user requests to relocate the container or item, the system then presents a list of the top level containers from which the user can navigate to the desired new location. When the user arrives to the desired location he can chose to relocate the item to that place or cancel the request to relocate.  
Alternative Path:  
Exception paths:  
What to test:  
Other: When a container is relocated, all the items, containers and sub containers are relocated with it. In other words, the whole tree is relocated. This will not be implemented until version 2, unless there is time to spear.

Name: Generate Reports  
Code: FR GenRpt  
Actor(s): Administrator_User, Standard_User, restricted_User  
Precondition: The user must be logged-in and must have chosen a catalog  
Trigger: A request from the user to present a list of available reports  
Input Fields: Catalog Id  
Output: A list of links to available reports  
Basic Path: The user request to generate reports. The system responds with a list of available reports. The user can select one which will then be displayed. At this point the user can chose to print the report.  
Alternative Path:  
Exception paths:  
What to test:  
Other: In a future version there should be an option that allows the user to define his own reports.
This is a screenshot of what the user will see when he first navigates on to the Quick-seek website. There is a brief description statement, explaining our system and what it is aimed to do. The user can either sign in to their previously existing account, or he can register a new account. If he wants to create a new account, he will click the “register” button and be taken to the following screen:
This is a screenshot of the account registration form. A user has to enter some information including a password that will be stored for future access to the account. The Company Name field will be the name of the account created. When all the information is input correctly by the user, he will hit the “submit” button and be taken to the next screen if there were no errors. Otherwise, a similar form is presented showing the errors that need to be corrected.
This is the screen the user will be taken to once he has submitted an account. Once it is approved, he will be sent an e-mail, and will then have the ability to start creating databases within his account.
This screenshot is the user registration form. This is different from the account registration form above. Here an administrator user adds additional users to an already existing account. The administrator also has the ability to select the level of access to the account that the new user will have.
This screenshot is the list of catalogs. Here, a user or administrator can look at a listing of all the current catalogs in the account. By clicking on one of these catalogs, the user will be taken to the list of first level items/containers for that catalog.
Once a catalog is selected by the user, the list of first level items for that catalog is displayed. Also, there is a description field so the user can briefly explain each item or container. The same page is used for list items. Once the user enters into an item or container, each item (container within) will present itself along with a description next to it, just as it does in the list of catalogs.
This is the Add Item screen. It is used to store/file an item. Also it is used to modify the information if it changes (Edit Item) or there was a mistake.
When a user enters some keywords in the search field and clicks search, he will be presented with all the items that match the search string, showing the name, a brief description, and the current availability status of each and every item.